### 传值和传引用

函数参数的传递机制本质上是调用函数（过程）或者被调用函数（过程，）在调用发生时进行通信的方法问题。基本的参数传递有两种：值传递和引用传递。

值传递（pass by value）的过程中，被调函数的形式参数作为被调函数的局部变量处理，在堆栈中开辟了内存空间来存放由主调函数放进来的实参的值，形成了实参的一个副本。其**特点**是被调函数对形式参数的任何操作都是作为局部变量进行，不会影响主调函数的变量的值

引用传递（pass by reference）过程中，被调函数的形式参数虽然也作为局部变量堆栈中开辟了内存空间，但是这是存放的是有主调函数放进来的实参变量的地址。被调函数对形参的任何操作都被处理成间接寻址，即通过堆栈中存放的地址访问主调函数中的实参变量。其**特点**对形参做的任何操作都会影响到主调函数中的实参变量。

def test(c):

print "test before "

print id(c) # 39601564

c+=2

print "test after +"

print id(c) # 39601564

return c

if \_\_name\_\_=="\_\_main\_\_":

a=2

print "main before invoke test"

print id(a) # 39601564

n=test(a)

print "main afterf invoke test"

print a

print id(a) # 39601564

**总结**：python不允许程序员选择采用传值还是传递引用。Python参数传递的方法是“传递对象引用”的方式。这种方式相当于传值和传递引用的一种综合。如果遇到可变对象（mutable）（字典dict或者列表list）的引用，那么就通过“传引用”来传递对象。如果是一个不可变对象（immutable）（数字，字符或者元素）的引用，那么就通过“传值”来传递对象。

### 整数对象的实现

对于数值较小的整数对象在内存中会很频繁的使用，如果每次都向内存申请空间，请求释放，会影响python’性能，好在整数对象属于不可变对象，可悲共享而不会被修改导致问题。所以为小整数对象划定一个范围，即**小整数对象池**。在python运行时初始化并创建范围内的所有整数，这个范围内的整数对象是被共享的，一次创建，多次使用。

### 3. Metaclass

（1）什么是类？

类就是一组用来描述如何生成一个对象的代码段。但是在python中远不止如此。类同样也是一种对象。只要使用了class，那么python解释器在执行的时候就会创建一个对象。

class ObjectCreator(object)

上面的代码将在内存中创建一个对象，名字就是ObjectCreator。这个对象（类）自身拥有创建（类实例）的能力，而这就是为什么他是一个类的原因。

动态创建类

因为类也是对象，可以在运行时动态的创建他们，就像其他任何对象一样。只要使用class关键字即可。然而，这还是不够动态，我们其实可以使用伟大的type函数。像下面这样：

*type(类名, 父类的元组（针对继承的情况，可以为空），包含属性的字典（名称和值）)*

举个例子：

>>> class MyShinyClass(object):

…       pass

>>>MyShinyClass = type('MyShinyClass', (), {})  # 返回一个类对象

两者效果是一样的。

当然也可以继承这个类：

>>> class FooChild(Foo):

…       pass

>>> FooChild = type('FooChild', (Foo,),{})

两者的效果又是一样的。

我们可以看到，在python中，类也是对象，你可以动态的创建类。这就是当你使用关键字class的时候，python在幕后做的事情，而这些就是通过metaclass来实现的。

（2）那么到底什么是元类？

元类就是类的类。我们从上面可以看出type实际上是一个元类。因为它就是python在背后用来创建所有类的元类。

举一些例子：

>>> age = 35

>>> age.\_\_class\_\_

<type 'int'>

>>> name = 'bob'

>>> name.\_\_class\_\_

<type 'str'>

>>> def foo(): pass

>>>foo.\_\_class\_\_

<type 'function'>

>>> class Bar(object): pass

>>> b = Bar()

>>> b.\_\_class\_\_

<class '\_\_main\_\_.Bar'>

那么对上面的类来说，\_\_class\_\_的\_\_class\_\_的属性是什么呢？

>>> a.\_\_class\_\_.\_\_class\_\_

<type 'type'>

>>> age.\_\_class\_\_.\_\_class\_\_

<type 'type'>

>>> foo.\_\_class\_\_.\_\_class\_\_

<type 'type'>

>>> b.\_\_class\_\_.\_\_class\_\_

<type 'type'>

（3）\_\_metaclass\_\_属性

你可以在写一个类的时候为其添加\_\_metaclass\_\_属性：

class Foo(object):

\_\_metaclass\_\_ = something…

class MyList(list, metaclass=ListMetaclass): # 也可以通过这种方法实现

pass

如果你这么做了，那么python就会使用元类来创建Foo。小心哦，在写下class Foo(object)

但是类对象Foo还没有在内存中创建。Python会在类的定义中寻找\_\_metaclass\_\_属性，如果找到了，那么python就会用它来创建类Foo，如果没有找到，就会用内建的type类来创建类Foo。

class Foo(Bar):

    pass

Foo在中有\_\_metaclass\_\_这个属性吗？

有->python在内存中通过\_\_metaclass\_\_创建一个名字为Foo的**类对象**。

没有->它会继续在父类中寻找->层次模块中寻找->用内置的type中寻找

总结：其实，就元类而言，1.拦截类的创建，2.修改类，3.返回修改之后的类别

主要作用：元类的主要用途是创建API。一个典型的例子是Django ORM。ORM全称“Object Relational Mapping”，即对象-关系映射，就是把关系数据库的一行映射为一个对象，也就是一个类对应一个表，这样，写代码更简单，不用直接操作SQL语句。要编写一个ORM框架，所有的类都只能动态定义，因为只有使用者才能根据表的结构定义出对应的类来。让我们来尝试编写一个ORM框架。

比如，使用者如果使用这个ORM框架，想定义一个user类来操作对应的数据库表，我们期待他写出这样的代码

class User(Model):

# 定义类的属性到列的映射：

id = IntegerField('id')

name = StringField('username')

email = StringField('email')

password = StringField('password')

# 创建一个实例：

u = User(id=12345, name='Michael', email='test@orm.org', password='my-pwd')

# 保存到数据库：

u.save()

其中，父类Model和属性类别StringField、IntengerField是由ORM框架提供的，剩下的魔术方法如save()全部使用metaclass自动完成。

现在我们来实现一下

class Field(object):

def \_\_init\_\_(self, name, column\_type):

self.name = name

self.column\_type = column\_type

def \_\_str\_\_(self):

return '<%s:%s>' % (self.\_\_class\_\_.\_\_name\_\_, self.name)

在Field的基础上定义各种类型的Field，比如StringField，IntegerField

class StringField(Field):

def \_\_init\_\_(self, name):

super(StringField, self).\_\_init\_\_(name, 'varchar(100)')

class IntegerField(Field):

def \_\_init\_\_(self, name):

super(IntegerField, self).\_\_init\_\_(name, 'bigint')

下一步编写最复杂udeModelMetaClass

class ModelMetaclass(type):

def \_\_new\_\_(cls, name, bases, attrs):

if name=='Model':

return type.\_\_new\_\_(cls, name, bases, attrs)

print('Found model: %s' % name)

mappings = dict()

for k, v in attrs.items():

if isinstance(v, Field):

print('Found mapping: %s ==> %s' % (k, v))

mappings[k] = v

for k in mappings.keys():

attrs.pop(k)

attrs['\_\_mappings\_\_'] = mappings # 保存属性和列的映射关系

attrs['\_\_table\_\_'] = name # 假设表名和类名一致

return type.\_\_new\_\_(cls, name, bases, attrs)

以及基类Model:

class Model(dict, metaclass=ModelMetaclass):

def \_\_init\_\_(self, \*\*kw):

super(Model, self).\_\_init\_\_(\*\*kw)

def \_\_getattr\_\_(self, key):

try:

return self[key]

except KeyError:

raise AttributeError(r"'Model' object has no attribute '%s'" % key)

def \_\_setattr\_\_(self, key, value):

self[key] = value

def save(self):

fields = []

params = []

args = []

for k, v in self.\_\_mappings\_\_.items():

fields.append(v.name)

params.append('?')

args.append(getattr(self, k, None))

sql = 'insert into %s (%s) values (%s)' % (self.\_\_table\_\_, ','.join(fields), ','.join(params))

print('SQL: %s' % sql)

print('ARGS: %s' % str(args))

编写如下的代码：

u = User(id=12345, name='Michael', email='test@orm.org', password='my-pwd')

u.save()

会有如下的输出：

Found model: User

Found mapping: email ==> <StringField:email>

Found mapping: password ==> <StringField:password>

Found mapping: id ==> <IntegerField:uid>

Found mapping: name ==> <StringField:username>

SQL: insert into User (password,email,username,id) values (?,?,?,?)

ARGS: ['my-pwd', 'test@orm.org', 'Michael', 12345]

### @staticmethod和@classmethod

Python中的三种方法：

1. 静态方法（staticmethod）
2. 类方法（classmethod）
3. 实例方法

def foo(x):

print "executing foo(%s)"%(x)

class A(object):

def foo(self,x): # self表示的是实例本身

print "executing foo(%s,%s)"%(self,x)

@classmethod

def class\_foo(cls,x): # cls是这个类本身

print "executing class\_foo(%s,%s)"%(cls,x)

@staticmethod

def static\_foo(x): # 如果使用了staticmethod就可以忽略这个self

print "executing static\_foo(%s)"%x

a=A()

|  |  |  |  |
| --- | --- | --- | --- |
| 、 | 实例方法 | 类方法 | 静态方法 |
| a=A() | a.foo(x) | a.class\_foo(x) | a.static\_foo(x) |
| A | 不可用 | A.class\_foo(x) | A.static\_foo(x) |

这里先理解下函数参数里面的self和cls.这个self和cls是对类或者实例的绑定,对于一般的函数来说我们可以这么调用foo(x),这个函数就是最常用的,它的工作跟任何东西(类,实例)无关.对于实例方法

在类里每次定义方法的时候都需要绑定这个实例,就是foo(self, x),为什么要这么做呢?因为实例方法的调用离不开实例,我们需要把实例自己传给函数,调用的时候是这样的a.foo(x)(其实是foo(a, x)).类方法一样,只不过它传递的是类而不是实例,A.class\_foo(x).注意这里的self和cls可以替换别的参数,但是python的约定是这俩,还是不要改的好.

对于静态方法其实和普通的方法一样,不需要对谁进行绑定,唯一的区别是调用的时候需要使用a.static\_foo(x)或者A.static\_foo(x)来调用.

**区别**：一个是要用绑定实例，一个是传递类

### 自省

自省就是面向对象的语言所写的程序在运行时,所能知道对象的类型.简单一句就是运行时能够获得对象的类型.比如type(),dir(),getattr(),hasattr(),isinstance().

### 单下划线

（1）解释器中：\_符号是指交互解释器中最后一次执行语句的返回结果。这种用法最初出现在CPython解释器中，其他解释器后来也都跟进了。

（2）作为名称使用：这个跟上面有点类似。\_用作**被丢弃**的名称：**for** \_ **in** range(n)

（3）i18n：\_还可以被用作函数名。这种情况，单下划线经常被用作国际化和本地化字符串翻译查询的函数名。

（4）以单下划线的前缀名称指定了这个名称是“**私有的**”。在某些导入“import \*”的场景中，下一个使用你代码的人（或你的本人），会明白这个名称仅仅内部使用。以单下划线的名称都不会被导入，除非模块/包的\_\_all\_\_列表名称确实包含了这些名称。

### 6. 双**下划线**

双下划线作为前缀对解释器有特定含义。Python会改写这些名称，以免和子类的中定义的名称产生冲突。任何\_\_spam这种形式（至少两个下划线做开头，绝大部分还有一个下划线做结尾）的标识符，都会被替换为\_classname\_\_spam，其中classname是当前类名并带上一个下划线做前缀。

举个栗子

>>> class A(object):

... def \_internal\_use(self):

... pass

... def \_\_method\_name(self):

... pass

...

>>> dir(A())

['\_A\_\_method\_name', ..., '\_internal\_use']

可以看到，\_internal\_use没有变化，但\_\_method\_name被改写成\_ClassName\_method\_name现在创建一个A的子类B，这就不会轻易覆盖掉A中的\_\_method\_name了：

>>> class B(A):

... def \_\_method\_name(self):

... pass

...

>>> dir(B())

['\_A\_\_method\_name', '\_B\_\_method\_name', ..., '\_internal\_use']

前后都带有双下划线的名称

这是Python的特殊命名方法，这是一种惯例。一种确保Python系统中的名称不会跟用户自定义的名称发生冲突的方式。

### 字符串格式化%和format

.format在血多方面看起来更便利。对于%最麻烦的地方是她无法同时传递一个变量和一个元素，你可能认为下面的代码不会有什么问题：

"hi there %s" % name

但是如果name加号是(1,2,3)，它将会抛出一个TypeError异常。为了保证她总是正确，你必须这么做:

"hi there %s" % (name,) # 提供一个单元素的数组而不是一个参数

### \*args and \*\*kwargs

使用\*args和\*\*kwargs只是为了方便并没有强制使用它们

当你不确定你的函数里将要传递多少参数时你可以用\*args。例如，他可以传递任意数量的参数

>>> def print\_everything(\*args):

for count, thing in enumerate(args):

... print '{0}. {1}'.format(count, thing)

...

>>> print\_everything('apple', 'banana', 'cabbage')

0. apple

1. banana

2. cabbage

相似的，\*\*kwargs允许你使用没有实现定义的参数名称：

>>> def table\_things(\*\*kwargs):

... for name, value in kwargs.items():

... print '{0} = {1}'.format(name, value)

...

>>> table\_things(apple = 'fruit', cabbage = 'vegetable')

cabbage = vegetable

apple = fruit

你也可以混合着用，命名参数首先获得参数值然后所有的其他参数都传递给\*args和\*\*kwargs。命名参数在列表的最前端。例如

def table\_things(titlestring, \*\*kwargs)

\*args和\*\*kwargs可以同时在函数的定义中，但是\*args必须在\*\*kwargs前面

当调用函数的时候可以用\*和\*\*语法：

>>> def print\_three\_things(a, b, c):

... print 'a = {0}, b = {1}, c = {2}'.format(a,b,c)

...

>>> mylist = ['aardvark', 'baboon', 'cat']

>>> print\_three\_things(\*mylist)

a = aardvark, b = baboon, c = cat

def foo(\*args, \*\*kwargs):

print 'args = ', args

print 'kwargs = ', kwargs

print '---------------------------------------'

if \_\_name\_\_ == '\_\_main\_\_':

foo(1,2,3,4)

foo(a=1,b=2,c=3)

foo(1,2,3,4, a=1,b=2,c=3)

foo('a', 1, None, a=1, b='2', c=3)

输出结果如下：

args =  (1, 2, 3, 4)   
kwargs =  {}   
---------------------------------------   
args =  ()   
kwargs =  {'a': 1, 'c': 3, 'b': 2}   
---------------------------------------   
args =  (1, 2, 3, 4)   
kwargs =  {'a': 1, 'c': 3, 'b': 2}   
---------------------------------------   
args =  ('a', 1, None)   
kwargs =  {'a': 1, 'c': 3, 'b': '2'}   
---------------------------------------

可以看到，这两个是python中的可变参数。\*args表示任何多个无名参数，它是一个tuple；\*\*kwargs表示关键字参数，它是一个dict。并且同时使用\*args和\*\*kwargs时，必须\*args参数列要在\*\*kwargs前，像foo(a=1, b='2', c=3, a', 1, None, )这样调用的话，会提示语法错误“SyntaxError: non-keyword arg after keyword arg”。

### 迭代器和生成器

1. 迭代协议
   1. 定义：对象需要提供next方法，她要么返回迭代中的下一项，要么就引起一个StopIteration异常，终止迭代
   2. 可迭代对象：实现了迭代协议的对象
   3. 协议是一种约定，可迭代对象实现迭代器协议，Python的内置工具（如for循环，sum，min，max等函数）使用迭代器协议的访问对象。

举个例子：

在所有语言中我们都可以使用for循环来遍历数组，python的list底层实现是一个数组，所以，我们可以使用for循环来便利list。文件也是先了迭代协议，那么也是可以遍历的。

1. 生成器：对延迟操作提供了支持。延迟操作是指需要的时候才产生结果，而不是立即产生结果。
   1. **特点**：语法上使用yeild，自动实现迭代协议，状态挂起
   2. **注意事项：**生成器只能遍历一次（比如前面使用sum求和了，后面的就无法再使用生成器了）
   3. Python提供了两种不同的方式提供生成器
      1. 生成器函数，常规函数的定义，但是，使用yield语句而不是return语句返回结果。Yeild语句一次返回一个结果，每个结果中间处于挂起函数的状态，下次将会从挂起的地方重新执行。
      2. 生成器表达式：类似与列表推导，但是，生成器返回按需生产结果的对象，而不是一次构建一个列表（这也说明了，其实生成器更简洁）
   4. 看个例子（生成器返回自然数的平方）：

def gensquares(N):

for I in range(N):

yield I \*\* 2

for item in gensquares(5):

print item,

使用普通函数：

def gensquares(N):

res = []

for I in range(N):

res.append(i\*i)

return res

for item in gensquares(5):

print item,

* 1. 生成器表达式

Squares = [x\*\*2 for x in range(5)]

Squares = (x\*\*2 for x in range(5)) # 使用next返回值，利用list先转换成列表

迭代器概述：

迭代器是访问集合内元素的一种方式。迭代对象从集合的第一个元素开始访问，直到所有的元素都被访问一遍后就结束。

但是，迭代器不能回退啊，只能前进迭代。

迭代器不是线程安全的，在多线程环境下，对可变集合使用迭代器是一种危险的操作。但是如果坚持使用不可变的集合，这也不是大问题。

对于原生支持随机访问的数据结构（tuple，list），迭代器和经典for循环的访问相比并无优势，反而丢失了索引值（可以使用内建函数enumerate()这个找回索引值）。但是对于无法随机访问的数据结构(比如set)，迭代器是唯一的访问元素的方式

迭代器的另外一个优点是她不需要求你实现准备好整个迭代过程中所有的元素。迭代仅仅在迭代至某个元素时才计算该元素，而在这之前或之后，元素可以不存在或者被销毁。这个特点使得它可以遍历一些巨大的集合，比如几个g的文件后者斐波那契额数列等等。这些特点被超过年为延迟计算或惰性求值

因为在各种场合下迭代器使用的很广泛，所以在后来的语法中，python加入了for作为迭代器的语法糖

<http://www.cnblogs.com/huxi/archive/2011/07/01/2095931.html>

http://www.cnblogs.com/huxi/archive/2011/07/14/2106863.html

### 装饰器

装饰器是一个很著名的设计模式，经常被用于有切面需求的场景，较为经典的有插入日志、性能测试、事务处理等。装饰器是解决这类问题的绝佳设计，有了装饰器，我们就可以抽离出大量函数中与函数功能本身无关的雷同代码并继续重用。概括的讲，**装饰器的作用就是为已经存在的对象添加额外的功能。**

#### # 装饰器就是把其他函数作为参数的函数

def my\_shiny\_new\_decorator(a\_function\_to\_decorate):

# 在函数里面,装饰器在运行中定义函数: 包装.

# 这个函数将被包装在原始函数的外面,所以可在原始函数之前和之后执行其他代码

def the\_wrapper\_around\_the\_original\_function():

# 把要在原始函数被调用前的代码放在这里

print "Before the function runs"

# 调用原始函数(用括号)

a\_function\_to\_decorate()

# 把要在原始函数调用后的代码放在这里

print "After the function runs"

# 在这里"a\_function\_to\_decorate" 函数永远不会被执行

# 在这里返回刚才包装过的函数

# 在包装函数里包含要在原始函数前后执行的代码.

return the\_wrapper\_around\_the\_original\_function

# 加入你建了个函数,不想修改了

def a\_stand\_alone\_function():

print "I am a stand alone function, don't you dare modify me"

a\_stand\_alone\_function()

#输出: I am a stand alone function, don't you dare modify me

# 现在,你可以装饰它来增加它的功能

# 把它传递给装饰器,它就会返回一个被包装过的函数.

a\_stand\_alone\_function\_decorated = my\_shiny\_new\_decorator(a\_stand\_alone\_function)

a\_stand\_alone\_function\_decorated()

#输出s:

#Before the function runs

#I am a stand alone function, don't you dare modify me

#After the function runs

现在,你或许每次都想用a\_stand\_alone\_function\_decorated代替a\_stand\_alone\_function,很简单,只需要用my\_shiny\_new\_decorator返回的函数重写a\_stand\_alone\_function:

a\_stand\_alone\_function = my\_shiny\_new\_decorator(a\_stand\_alone\_function)

a\_stand\_alone\_function()

#输出:

#Before the function runs

#I am a stand alone function, don't you dare modify me

#After the function runs

# 想到了吗,这就是装饰器干的事!

关于执行顺序：

def bread(func):

def wrapper():

print "</''''''\>"

func()

print "<\\_\_\_\_\_\_/>"

return wrapper

def ingredients(func):

def wrapper():

print "#tomatoes#"

func()

print "~salad~"

return wrapper

def sandwich(food="--ham--"):

print food

sandwich()

#outputs: --ham--

sandwich = bread(ingredients(sandwich))

sandwich()

#outputs:

#</''''''\>

# #tomatoes#

# --ham--

# ~salad~

#<\\_\_\_\_\_\_/>

#### 看看使用python的语法糖：

@bread

@ingredients

def sandwich(food="--ham--"):

print food

sandwich()

#outputs:

#</''''''\>

# #tomatoes#

# --ham--

# ~salad~

#<\\_\_\_\_\_\_/>

改变一下顺序

@ingredients

@bread

def strange\_sandwich(food="--ham--"):

print food

strange\_sandwich()

#outputs:

##tomatoes#

#</''''''\>

# --ham--

#<\\_\_\_\_\_\_/>

# ~salad~

#### 向装饰器传入参数：

# 向装饰器里面传入参数  
def decorator(function):  
 def wrapper(arg1, arg2):  
 print "I got args! Look:", arg1, arg2  
 function(arg1, arg2)  
 return wrapper  
  
@decorator  
def func(first\_name, last\_name):  
 print "My name is", first\_name, last\_name  
  
func("Peter", "Venkman")  
# 输出:  
#I got args! Look: Peter Venkman  
#My name is Peter Venkman

#### 装饰方法：

#在Python里方法和函数几乎一样.唯一的区别就是方法的第一个参数是一个当前对象的(self)  
#也就是说你可以用同样的方式来装饰方法!只要记得把self加进去:  
def decorator(function):  
 def wrapper(self, lie):  
 lie = lie - 3 # 女性福音 :-)  
 return function(self, lie)  
 return wrapper  
  
class Lucy(object):  
  
 def \_\_init\_\_(self):  
 self.age = 32  
  
 @decorator  
 def sayYourAge(self, lie):  
 print "I am %s, what did you think?" % (self.age + lie)  
  
l = Lucy()  
l.sayYourAge(-3)  
#输出: I am 26, what did you think?

通用的方法

def decorator(function\_to\_decorate):

# 包装器接受所有参数

def wrapper(\*args, \*\*kwargs):

print "Do I have args?:"

print args

print kwargs

# 现在把\*args,\*\*kwargs解包

# 如果你不明白什么是解包的话,请查阅:

# http://www.saltycrane.com/blog/2008/01/how-to-use-args-and-kwargs-in-python/

function\_to\_decorate(\*args, \*\*kwargs)

return wrapper

@decorator

def function\_with\_no\_argument():

print "Python is cool, no argument here."

function\_with\_no\_argument()

#输出

#Do I have args?:

#()

#{}

#Python is cool, no argument here.

@decorator

def function\_with\_arguments(a, b, c):

print a, b, c

function\_with\_arguments(1,2,3)

#输出

#Do I have args?:

#(1, 2, 3)

#{}

#1 2 3

@decorator

def function\_with\_named\_arguments(a, b, c, platypus="Why not ?"):

print "Do %s, %s and %s like platypus? %s" %\

(a, b, c, platypus)

function\_with\_named\_arguments("Bill", "Linus", "Steve", platypus="Indeed!")

#输出

#Do I have args ? :

#('Bill', 'Linus', 'Steve')

#{'platypus': 'Indeed!'}

#Do Bill, Linus and Steve like platypus? Indeed!

class Mary(object):

def \_\_init\_\_(self):

self.age = 31

@decorator

def sayYourAge(self, lie=-3): # 可以加入一个默认值

print "I am %s, what did you think ?" % (self.age + lie)

m = Mary()

m.sayYourAge()

#输出

# Do I have args?:

#(<\_\_main\_\_.Mary object at 0xb7d303ac>,)

#{}

#I am 28, what did you think?

#### 把参数传递给装饰器

def decorator\_maker():

print "I make decorators! I am executed only once: "+\

"when you make me create a decorator."

def my\_decorator(func):

print "I am a decorator! I am executed only when you decorate a function."

def wrapped():

print ("I am the wrapper around the decorated function. "

"I am called when you call the decorated function. "

"As the wrapper, I return the RESULT of the decorated function.")

return func()

print "As the decorator, I return the wrapped function."

return wrapped

print "As a decorator maker, I return a decorator"

return my\_decorator

# 让我们建一个装饰器.它只是一个新函数.

new\_decorator = decorator\_maker()

#输出:

#I make decorators! I am executed only once: when you make me create a decorator.

#As a decorator maker, I return a decorator

# 下面来装饰一个函数

def decorated\_function():

print "I am the decorated function."

decorated\_function = new\_decorator(decorated\_function)

#输出:

#I am a decorator! I am executed only when you decorate a function.

#As the decorator, I return the wrapped function

# Let’s call the function:

decorated\_function()

#输出:

#I am the wrapper around the decorated function. I am called when you call the decorated function.

#As the wrapper, I return the RESULT of the decorated function.

#I am the decorated function.

我们来个更简洁的：

def decorated\_function():

print "I am the decorated function."

decorated\_function = decorator\_maker()(decorated\_function)

#输出:

#I make decorators! I am executed only once: when you make me create a decorator.

#As a decorator maker, I return a decorator

#I am a decorator! I am executed only when you decorate a function.

#As the decorator, I return the wrapped function.

# 最后:

decorated\_function()

#输出:

#I am the wrapper around the decorated function. I am called when you call the decorated function.

#As the wrapper, I return the RESULT of the decorated function.

#I am the decorated function.

让我们再次简化一下、

@decorator\_maker()

def decorated\_function():

print "I am the decorated function."

#输出:

#I make decorators! I am executed only once: when you make me create a decorator.

#As a decorator maker, I return a decorator

#I am a decorator! I am executed only when you decorate a function.

#As the decorator, I return the wrapped function.

#最终:

decorated\_function()

#输出:

#I am the wrapper around the decorated function. I am called when you call the decorated function.

#As the wrapper, I return the RESULT of the decorated function.

#I am the decorated function.

那么，到底怎么传输给装饰器呢？

def decorator\_maker\_with\_arguments(decorator\_arg1, decorator\_arg2):

print "I make decorators! And I accept arguments:", decorator\_arg1, decorator\_arg2

def my\_decorator(func):

# 这里传递参数的能力是借鉴了 closures.

# 如果对closures感到困惑可以看看下面这个:

# http://stackoverflow.com/questions/13857/can-you-explain-closures-as-they-relate-to-python

print "I am the decorator. Somehow you passed me arguments:", decorator\_arg1, decorator\_arg2

# 不要忘了装饰器参数和函数参数!

def wrapped(function\_arg1, function\_arg2) :

print ("I am the wrapper around the decorated function.\n"

"I can access all the variables\n"

"\t- from the decorator: {0} {1}\n"

"\t- from the function call: {2} {3}\n"

"Then I can pass them to the decorated function"

.format(decorator\_arg1, decorator\_arg2,

function\_arg1, function\_arg2))

return func(function\_arg1, function\_arg2)

return wrapped

return my\_decorator

@decorator\_maker\_with\_arguments("Leonard", "Sheldon")

def decorated\_function\_with\_arguments(function\_arg1, function\_arg2):

print ("I am the decorated function and only knows about my arguments: {0}"

" {1}".format(function\_arg1, function\_arg2))

decorated\_function\_with\_arguments("Rajesh", "Howard")

#输出:

#I make decorators! And I accept arguments: Leonard Sheldon

#I am the decorator. Somehow you passed me arguments: Leonard Sheldon

#I am the wrapper around the decorated function.

#I can access all the variables

# - from the decorator: Leonard Sheldon

# - from the function call: Rajesh Howard

#Then I can pass them to the decorated function

#I am the decorated function and only knows about my arguments: Rajesh Howard

我们换成变量来试试

c1 = "Penny"

c2 = "Leslie"

@decorator\_maker\_with\_arguments("Leonard", c1)

def decorated\_function\_with\_arguments(function\_arg1, function\_arg2):

print ("I am the decorated function and only knows about my arguments:"

" {0} {1}".format(function\_arg1, function\_arg2))

decorated\_function\_with\_arguments(c2, "Howard")

#输出:

#I make decorators! And I accept arguments: Leonard Penny

#I am the decorator. Somehow you passed me arguments: Leonard Penny

#I am the wrapper around the decorated function.

#I can access all the variables

# - from the decorator: Leonard Penny

# - from the function call: Leslie Howard

#Then I can pass them to the decorated function

#I am the decorated function and only knows about my arguments: Leslie Howard

### 鸭子类型

在程序设计中，鸭子类型（英语：duck typing）是动态类型的一种风格。在这种风格中，一个对象有效的语义，不是由继承自特定的类或实现特定的接口，而是由当前方法和属性的集合决定。比如在python中，有很多file-like的东西，比如StringIO,GzipFile,socket。它们有很多相同的方法，我们把它们当作文件使用。

又比如list.extend()方法中,我们并不关心它的参数是不是list,只要它是可迭代的,所以它的参数可以是list/tuple/dict/字符串/生成器等.

鸭子类型在动态语言中经常使用，非常灵活，使得python不想java那样专门去弄一大堆的设计模式。

### 重载

先看重载是为了干什么？主要是为了解决两个问题：

1. 可变参数类型
2. 可变参数个数

另外，一个基本的设计原则是，仅仅当两个函数除了参数类型和参数个数不同以外，其功能是完全相同的，此时才使用函数重载，如果两个函数的功能其实不同，那么不应当使用重载，而应当使用一个名字不同的函数。

那么在Python中：

那么对于情况 1 ，函数功能相同，但是参数类型不同，python 如何处理？答案是根本不需要处理，因为 python 可以接受任何类型的参数，如果函数的功能相同，那么不同的参数类型在 python 中很可能是相同的代码，没有必要做成两个不同函数。

那么对于情况 2 ，函数功能相同，但参数个数不同，python 如何处理？大家知道，答案就是缺省参数。对那些缺少的参数设定为缺省参数即可解决问题。因为你假设函数功能相同，那么那些缺少的参数终归是需要用的。

另外补充一点：在动态语言中，有鸭子类型，如果走起路来像鸭子，叫起来也像鸭子，那么他就是鸭子。一个对象的特征不是由它的类型决定，而是通过对象中的方法决定，所以函数重载在动态语言中就显得没有意义了，因为函数可以通过鸭子类型来处理不同类型的对象了。鸭子类型也是多态性的一种表现。

### 新式类和旧式类

python在2.2版本中引入了descriptor功能，也正是基于这个功能实现了新式类(new-styel class)的对象模型，同时解决了之前版本中经典类(classic class)系统中出现的多重继承中的MRO(Method Resolution Order)的问题，同时引入了一些新的概念，比如classmethod, staticmethod, super,Property等，这些新功能都是基于descriptor而实现的。总而言之，通过学习descriptor可以更多地了解python的运行机制。我在这也大概写一个汇总，写一下对这些东西的理解。欢迎大家讨论。

创建方法：

#新式类  
**class** C(object):  
    **pass**  
#经典类  
**class** B:  
    **pass**

**MRO(Method Resolution Order， 方法解析顺序)**

对于下图的多继承关系：

![http://images.cnblogs.com/cnblogs_com/btchenguang/201209/201209171759105313.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAS8AAAEpCAIAAABN5TOSAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABHpSURBVHhe7Z3tbePIEkUVj0NwCA7EcBgPcAKKYMIwMP82DwXjR4kyhxZFsm6z2B+sYwjY2d1is3nrnq4mS+acvvlBARSoQ4FTHdNgFiiAAt+n//7776kM/PdeFnRAhzEgu/qB2siSjAK1KACNtWSCeaAANOIBFKhFAWisJRPMAwWgEQ+gQC0KQGMtmWAeKACNeAAFalGAfuM9E7v2kehbDn5H54X+LbWxlnWReaAANOIBFKhFAWisJRPMAwWgEQ+gQC0KQGMtmWAeKACNeAAFalEAGmvJBPNAAfqN9Bt/UUA/cKEfuHffmNrIiowCtSgAjbVkgnmgADTiARSoRQFoFDLxv9OJz6CAIByhNgWg0abTLaoz4vf3Xz6dAjcp+HFWAE0FQaFxWImgUfCNORQazVJRG0f7AmgUfGMOpd8o9BupjdPaSH/SsT9JbTQvXNRGaqNglpRQaBRUozZy3yjYRQ+FRkGzkjR+vZ3GP68fl6JPd7lvFHxjDoVGs1Rld6o9je+f1+p0+Xi9/svbVzkgoVHwjTkUGs1S1UPj99/L+aXD8fX8p1TzExoF35hDodEsVU00fo9LZYkKCY2Cb8yh0GiWChp5piqYJSWUfmMj/cbfxbCenSr9RvqNKQvP9mPKP1MdP8Up+liVnep2O01HYKcqqFqexqHJURRFvjUumEYJhUZBrZI0lnhUs/DAltoo+MYcCo1mqco+xYFGIVGthkKjkDlqI9+ME+yih0KjoBk0QqNgFz0UGgXNoBEaBbvoofQbG+k31nrfSL+RfqO+7HgcQW2kNnr4aHYMdqqCvLwwbqyAIByhNgWg0abTLYraSG0U7KKHQqOgGTRCo2AXPRQaBc2gERoFu+ih0ChoBo3QKNhFD4VGQTNohEbBLnoo/Ub6jSl/l8HwrXH6jfQb9WXH4whqI7XRw0f0Gz1UnKWxe4lb6V84zPy6Kn6jysNQj2Nw3yioaqSxf03G7eflfEnZB2ZGK+F00Cj4xhwKjWapFrr/c7Wxe5lN/+6Mw32gUfCNORQazVI9ofHzfXg1xs8fru84vb99+PafDrqDhUbBN+ZQaDRLZayNVxR/NqjHvZ+ERsE35lBoNEtlp/GnHl5vIKmNgsDRQ+k3evQbf9fAr5/96+v721GftdJvfFg5XPqu1EZhPabfSL9RsIseCo2CZtAIjYJd9FBoFDSDRmgU7KKHQqOgGTRCo2AXPRQaBc2gERoFu+ih0ChoBo3QKNhFD4VGQTNohEbBLnoo/Uat39gByadXoBfOpc/GOL2Y1EZhBaM2UhsFu+ih0ChoBo3QKNhFD4VGQTNohEbBLnooNAqaQSM0CnbRQ6FR0AwaoVGwix4KjYJm0AiNgl30UGgUNINGaBTsoofSb9T6jcd7w03aFdFvfGDNpe9KbRRWMGojtVGwix4KjYJmfAtnrIAgHKE2BaDRppNfVD3vd6pnJn7qtj0SNObL31BY8p1y8Uy1zacSWQpOAxpziD98zbq2ctTPZ/wt8BxycI4ZBaBxX2s8GL1OGnsJYHJfKxhGh0aDSEkhT81dM40wmZRnz4PoN97VdOkXdWN14ywUmSmNjud96ovl8edWh+kllJ3n9NIOOR9qo+fatrzZq60wDsVwTgL2rp7mMIwFjQaRDCEW4zZHI3tXQ+Y9Q6Bxq5oWDler0NZJbDjeuEbYL3PDXKIfCo3pDpAMajR9+mw2HGmfm3TJG2YU9FBoTEy83cE1F8a0uanXnihxvMOgMT3nkiml4PQ5JR0pzU0KTppO3IOgcVPu7da0R26aUOrBlumxTU1V13oc/ca7Usn9K4tHu5jk8R8yudM4qzTOBew0n+GqQ41PbbSuW8txy25e9brPJDaM0vr8N1x6RYdCo1syFgzdLo2Wyu+mYPiBoNHNAnPGrR/FuSerw8xbuQS3XBYaCBp9hF8wbitWfpjn+F9buQSfXJYbBRp9tH/wbotWHi8oU/wA0scoi6NAo4PIT53a4jZv+S4RIB28Ao27irj88KYtB6/OdjVgV6kPP3jtfbDK+05Tdz70x4aAw/TNHi75MNeVp6+77Gd2qukLbthCEfbC071iOxIabTo9iwpryrAXnu4V25HQaNNpEhXckcEvP9E0a4dB45pCVMUZhQAyxTo8U/VVDRcOeiKFr7WojZqe+O9BLwTRDERtdNQL803FRBMvg9FvvCtp6ZuNbWeJHyfp2PGrfdfK+8ZTnIrki52qdV2jAiwohThWG7FT3a4UblvVEIlWJVoNoDauSnT962LWg4i4/b06yLBFAeRbVw+TrWv0E4FWdq2mkdC4oh72Uu2FYqpiQzw0LkmHsdKMhW5pukHjrG5YKs1S3VFIlyYd/ca7bof/vcQHf+zdT5sDcu/zNj0+tfH5Ksbqnra6j49CQ1VDaHyiGDZSbTQXj5KSktD4KBcGkgy0GoyeqxLxTJUNqt0kWyMB0qggtfGfUJjGaJqEMLS1iAaN0GjxydYYaLQoCI13lbCLxS5bYlB4VT36jVeJOqM03afqLqGJ+aPzAOTTfFEb+eLI6pLtGUCFXFAzOo2YwxM121hoPqcTNEZXwEaQcxRAPhU0tBfxhDNk5uFQHhp/KYAhzOzsEoj+U1mD1kassAth4qBk4UGwiDRiApGaHcPJxVjciH22pw5ool/XSl9RmmefDvTvRAhXG1mMd6x0qUOTlF65WDSS9VRedj+O1MSikXzvjtSGE5CdQDSS7A2kZDqUHEXZqZLpTEhtO03wNIWgMXiOtwGS++jIyTo+jZGzm5skp/OFTdnB+43TvNLX6pGpXIchcZXPc1h/XOZ55NoYdol1KlElh4mZO2gs6TnOvaBAQCAPS2PAXB6P7WhJNNHYiRL5czyXF7yiUEZSdbbS+P39N+Yn2vKsGkiNv+kZwksJzoHGFWckaKoaNFQ8NC6kGxqhMetqAI1LNFr6JHEUnG6i5mqjRbex7sT3asTxUu8cKe/URmojtXGX+9iEexxohEZohMbVB2tfb6fxz+vHZfWQHQISVris7m7tZNl3qp/vYxe9f2Z7opvgnIprY0/jTb6vm6LvX7usYcvpSdC0NUCyzjcvjT2KL+dLG85pgsY/59eWNM3q7tZOlpPGy/ml883r+U+2ejg+UcI6Xj2NwzYj4x5jo6atAZJ1vjlpLLil6ix0RBp7CEe71szrXIKmWd3d2smgsc1+45jAy8d1r1riQQ79xt49Ut9sIT4njTXsVCXdqt+p3mpjQVmpjb7VNyeN3988xfFqM9Dh8OWgjtHy0tg9SqXD4QVkBeNQG30pzk5jgd5G/2gjwTkV71QrQDFNU1/7Hmw0aFx6imNJdhwF7d8at+hGzFSBOF6iNvpvSxI0BcIFBaCR2phOKTT6Li7Q2Ga/se77RqmP5Niva/280WiU8sVTHH6jyrf4rYwWjUZJXCuNnYhhP5KgBC8rEMpFqhmsNGb+dmg9p+O+UbXUKo31JHfXmSQ4BxrZqfrixk717ihoTH92OrdMJmia1d2tnYz7Rjoc6ZRCoy/v0AiN0OjLVPpo0Ei/0Z9GqY9Ev3GwYDQaJZ/wFIenOOmFLuHIaDRKEkEjNEqG2Ro8S2P3eocS73bYr8mR8MTBSmOopu3DxW41IMePFDDS2L/t4fZT5v2L2yndkcbtk2t0hARNoW9BASON/9zSvQKi0OsCNzo2wTnW2rhxZu0enqApNCo0/n5Txq0aXt+A2r+XrP9pcweb4Bxo5L4x6+phqo1XFH82qM3eT0JjeieD7+LkgdJK4089vN5AxqmNln5InKfS9jdxWHQb+5v4Xg0TjT9/88p1l/r+1uiz1r42Snlnp8pONU9RvJ8lzsrOTpWdala0Ek4GjXxPNZ3ShBUuwaNxDoFGaITGWniHRgcaOxHDfmox8iHmAY1baWzXBv0K0u78jzdzaAxNY/9UHSYrARsal2iU+iFq/6SG+IHDYaf9VI7D6/Bw1aWuN9T9jur/4+/iplWRUlmwTlIb4+5UR9//eBRhuVQW9OuxTw2N0Li0BaBU5uQfGqFxfUNOqczDJDRGp7F/rGp0G6XSKFRaGDRCo0DjcKtpBzjNlzGPgkZovCog0SUFx+Qq7aqhMXS/cbh4O2DjyFJ9uaOeNxqNUh6td1NpC2FVRxlpNIZVdWkNTSYajVJqAtFo2ayCouSehOBo38WRJILGf3KBomQd92CeZseicaE8gqI7XfYBBw6DZwEa/z1uDW4FOzxekQ/fuEB/aPzV+cAQXqQtj/N0U4r44Wh82KxOHYAn9gNy4euHyN7JfpL6Id0BB4gfEj/XV6TfOAVyY95Xn9DM0bjxvMOFNDFOxNrYl8flxZil2qVCLhTDh/ER/FobXURvbhBL7i0xzV14tgmvrnfjmSB1r0ZQGo2mxCVGoR7QUnVT4xNm1cQh0LiSJoyS4GNJNCk4YTINHQKN68nCLusaTSLsotkjE6bR1iHQaMoXjjHJ9DvIKJoxLGECzR0CjdaUYRqrUqO4VdFWAxJO2u4hEfuNT7Nl6UfRh5xKt6qbsZO0Os7DqQ8ZT23UVlLWck2vW/ScaIj5ICY0yu7CQ5JkvVxPRUNJaJS89CQYD9kVHGs11Q0lodHupdlIbGQRcRk/NJxqyE7V4isqpKzS6r0iNEKj7KqFA/DTnDirz1GR7ql01MZNfOKqqXwWTSwxmxLT5sH0G+95S+5fPRgreZxj9NMGNYLrMGRT0oHa6LCKstL3PQx02GgmaNwo4P3w4EYMfvk+HuL3G710nGtwO45f7VCg6JUaaqOXktdxAvoy4CV7Oub3WNDorG0od4a6WGejPBsOGv1FDuLRIJfp74/5EaFxF7UP79TDX+AutlgblH7j1n7jXJ/wwH3I8aVJ/bROK+J7wzzVgdq4tl5t+P+HLCCHvKgNSfY8FBo91ZyOdTDvHuxy9s29Pjo06pqJRxzGwYe5EDGB+cKhMYfWB/DxAS4hR6a3nQMat+lnPrppNzc9eXOKygdCY74cNOrpRqedL69+Z4JGPy0NIzXn7OYmbEhCvSH0G++5ydYHa6gPSV9xCu6uPqE2Flgpmyg4TUyyQPL2PCU07qnu/NiVe73y6ZXJ2f5nhcb9NZ45Q7WOr3ZixVKV68TQmEvpZ+ep0PcVTqlkhvKeGxrz6j05W1Xur2oyhRNT4vTQWEL13+eshIFKplE+H+VmAI3ltB+duTgJxSdQRRpKT4J+o3O/sbN1nE+n3a79t2jjUxud18Nbkfkb4UM5dbYOb3B0FxQa3SWNMyC10TnX0OgsaKThoNE529DoLGik4aDROdvQ6CxopOGg0Tnb0OgsaKThoNE52wVo/Ho73X7ev7I+y+WZqrN1umeq9It6Tb10yE/j13sP4+n0+nHJ2FzpafTSjXE6MamNzgtcbhovH69XDt/er/94OV/ylUdqo7N1oNFd0Mw0Xs4vVxjPf4Y/ZPviATS6m4fa6CxpXhr/nIeSeC+S+Tar0OhsHWqju6BZafx5fvNz45j1WQ40upuH2ugsaU4a++c33Ta13532m9XT+2eezSo0OluH2uguaEYaP28wjp7c9JvV09tXlier0OhuHmqjs6QZacz3+PRpsYVGZ+vQbxwE9ep3RaPRSzfGod/ovrp9R6PRX8HAI7JTdU4+NDoLGmk4aHTONjQ6CxppOGh0zjY0OgsaaThodM42NDoLGmk4aHTOdkdjnI+zduGHg0ZnC1AbnQWNNBy/33jPtle/KxqNXroxDv1G/4U3Go3+CgYekZ2qc/Kh0VnQSMNBo3O2odFZ0EjDQaNztqHRWdBIw0Gjc7ah0VnQSMNBo3O2odFZ0EjDQaNztuO0/vn9Rmfr8PuNg6Be/a5otdFLN8ah3+i+uvH7jf6SxhmRnapzrqPVRmf5Yg8Hjc75h0ZnQSMNB43O2YZGZ0EjDQeNztmGRmdBIw0Hjc7ZhkZnQSMNB43O2YZGZ0EjDcfvN96z7dXvikajl26MQ7/Rf+Hluzj+moYZkZ1qmFRzodUrAI3Vp4gJhlEAGsOkmgutXgForD5FTDCMAtAYJtVcaPUKQGP1KWKCYRSg3+jcb6Rv1guKDgk6UBvDLLxcaPUKQGP1KWKCYRSAxjCp5kKrVwAaq08REwyjADSGSTUXWr0C0Fh9iphgGAX+D6iS8tJUYX37AAAAAElFTkSuQmCC)

b = A()，当调用b.a的时候会发生什么事呢？

在经典对象模型中，方法和属性的查找链是按照从左到右，深度优先的方式进行查找。所以当A的实例b要使用属性a时，它的查找顺序为:A->B->D->C->A，这样做就会忽略类C的定义a，而先找到的基类D的属性a，这是一个bug，这个问题在新式类中得到修复，新的对象模型采用的是从左到右，广度优先的方式进行查找，所以查找顺序为A->B->C->D，可以正确的返回类C的属性a。

经典类：
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新式类：

![http://images.cnblogs.com/cnblogs_com/btchenguang/201209/201209171759108934.png](data:image/png;base64,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)